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## Introduction

Socket programming enables communication between machines over a network. This document explores C++ and Java implementations of socket programming, providing a detailed explanation of methods, parameters, and practical examples. Topics covered include creating sockets, binding them to addresses, listening for connections, and sending/receiving data. Both languages are analyzed with detailed breakdowns and comparisons.

## Socket Programming in C++

### Overview of Key Methods

#### socket()

Creates a new socket for communication.

**Syntax:**

int socket(int domain, int type, int protocol);

**Parameters:**

1. **domain:** Protocol family (e.g., AF\_INET for IPv4).
2. **type:** Communication type (e.g., SOCK\_STREAM for TCP).
3. **protocol:** Specifies the protocol. Use 0 for default (e.g., IPPROTO\_TCP for TCP).

#### bind()

Binds the socket to a specific IP address and port.

**Syntax:**

int bind(int socket, const struct sockaddr \*address, socklen\_t address\_len);

**Parameters:**

1. **socket:** File descriptor returned by socket().
2. **address:** Pointer to a sockaddr structure with address information.
3. **address\_len:** Size of the address structure.

#### listen()

Places the socket into listening mode, waiting for incoming connections.

**Syntax:**

int listen(int socket, int backlog);

**Parameters:**

1. **socket:** Server socket descriptor.
2. **backlog:** Maximum number of pending connections in the queue.

#### accept()

Accepts an incoming connection and creates a new active socket for communication with the client.

**Syntax:**

int accept(int socket, struct sockaddr \*address, socklen\_t \*address\_len);

**Parameters:**

1. **socket:** The server socket descriptor.
2. **address:** Pointer to a structure storing the clientâ€™s address.
3. **address\_len:** Pointer to the size of the sockaddr structure.

#### recv()

Receives data from a connected socket.

**Syntax:**

ssize\_t recv(int socket, void \*buffer, size\_t length, int flags);

**Parameters:**

1. **socket:** Active socket descriptor.
2. **buffer:** Pointer to a buffer to store incoming data.
3. **length:** Maximum number of bytes to read.
4. **flags:** Modifies the behavior (use 0 for default).

#### send()

Sends data through a connected socket.

**Syntax:**

ssize\_t send(int socket, const void \*buffer, size\_t length, int flags);

**Parameters:**

1. **socket:** Active socket descriptor.
2. **buffer:** Pointer to the data to be sent.
3. **length:** Number of bytes to send.
4. **flags:** Modifies the behavior (use 0 for default).

### Program Flow: Echo Server in C++

1. Create a socket using socket().
2. Bind the socket to an address and port using bind().
3. Listen for incoming connections using listen().
4. Accept connections using accept() to create a new active socket for each client.
5. In a loop:
6. Receive messages from the client using recv().
7. Process the message and construct a reply.
8. Send the reply to the client using send().

### Practical Example: Echo Server

**Server Code:**

int serverSocket = socket(AF\_INET, SOCK\_STREAM, 0);

sockaddr\_in serverAddr;

serverAddr.sin\_family = AF\_INET;

serverAddr.sin\_port = htons(4949);

serverAddr.sin\_addr.s\_addr = INADDR\_ANY;

bind(serverSocket, (sockaddr\*)&serverAddr, sizeof(serverAddr));

listen(serverSocket, 5);

while (true) {

int clientSocket = accept(serverSocket, nullptr, nullptr);

char buffer[1024];

int bytesReceived = recv(clientSocket, buffer, 1024, 0);

send(clientSocket, buffer, bytesReceived, 0);

close(clientSocket);

}

## Socket Programming in Java

### Overview of Key Classes

#### ServerSocket

Represents a server socket that listens for incoming connections.

**Key Methods:**

1. ServerSocket(int port): Creates a server socket bound to the specified port.
2. Socket accept(): Waits for an incoming connection and creates a Socket object for communication.

#### Socket

Represents a client-side or active socket used for communication.

**Key Methods:**

1. Socket(String host, int port): Creates a socket and connects it to the specified host and port.
2. getInputStream(): Returns an InputStream to read data.
3. getOutputStream(): Returns an OutputStream to send data.

### Program Flow: Echo Server in Java

1. Create a ServerSocket to listen for incoming connections.
2. Accept connections using accept().
3. Create streams (InputStream and OutputStream) for reading and writing data.
4. In a loop:
5. Read messages from the client using the InputStream.
6. Construct and send replies using the OutputStream.

### Practical Example: Echo Server

**Server Code:**

ServerSocket server = new ServerSocket(4949);

while (true) {

Socket client = server.accept();

InputStream in = client.getInputStream();

OutputStream out = client.getOutputStream();

byte[] buffer = new byte[1024];

int bytesRead = in.read(buffer);

out.write(buffer, 0, bytesRead);

}

### Detailed Code Walkthrough

#### C++ Server: Processing Commands

**Command Handling:**

1. msg.find("MyMethod"): Searches for the command "MyMethod" in the received message.

**Extract Parameters:**

1. Finds the substring between ( and ) to extract arguments.

**Reply Construction:**

1. If "MyMethod" is found, generates a random response and sends it back.

**Code Block:**

if (msg.find("MyMethod") >= 0) {

int ixA = msg.find("(");

int ixB = msg.find(")");

string param = string(msg.c\_str(), ixA + 1, ixB - ixA - 1);

int rnd = rand() % 101;

reply = to\_string(rnd) + " answer to " + msg;

} else {

reply = "Echo ... " + msg;

}

## Conclusion

This document provides a comprehensive overview of socket programming in both C++ and Java. By understanding the key methods and practical examples, developers can effectively implement network communication for various use cases.